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# Problema 1  
  
## Exercitiul 1  
  
### Repartitia Binomiala Bin(n, p)  
  
bin <- rbinom(10, 1000, 0.1)  
mediaBin = mean(bin)  
variantaBin = var(bin)  
print ("Media: ")

## [1] "Media: "

print(mediaBin)

## [1] 100.8

print("Varianta: ")

## [1] "Varianta: "

print(variantaBin)

## [1] 106.1778

### Repartitia Poisson Pois(lambda)  
  
pois = rpois(1000, sqrt(2))  
mediaPois = mean(pois)  
variantaPois = var(pois)  
print ("Media: ")

## [1] "Media: "

print(mediaPois)

## [1] 1.381

print("Varianta: ")

## [1] "Varianta: "

print(variantaPois)

## [1] 1.39123

### Repartitia Exponentiala Exp(lambda)  
  
exp = rexp(1000, rate = 2) # lambda = 2  
mediaExp = mean(exp)  
variantaExp = var(exp)  
print ("Media: ")

## [1] "Media: "

print(mediaExp)

## [1] 0.5104392

print("Varianta: ")

## [1] "Varianta: "

print(variantaExp)

## [1] 0.2577806

### Repartitia Normala   
  
norm = rnorm(1000)  
mediaNorm = mean(norm)  
varinataNorm = var(norm)  
print ("Media: ")

## [1] "Media: "

print(mediaExp)

## [1] 0.5104392

print("Varianta: ")

## [1] "Varianta: "

print(variantaExp)

## [1] 0.2577806

######################  
  
## Exercitiile 2 si 3  
  
  
### Repartitia Binomiala  
  
  
plot(1:40,dbinom(1:40, 100, 0.05),type="l", col="red",  
 xlab = "k",  
 ylab = "P(x = k)",   
 main = "Functia de masa a repartitiei binomiale",  
)  
lines(1:15, dbinom(1:15, 100, 0.1), col="green")  
lines(1:25, dbinom(1:25, 100, 0.15), col = "blue")  
lines(1:30, dbinom(1:30, 100, 0.08), col = "black")  
lines(1:35, dbinom(1:35, 100, 0.2), col = "purple")  
legend("topright", c("B(40, 0.05)", "B(15, 0.1)", "B(25, 0.15)", "B(30, 0.08)", "B(35, 0.2)"),  
 fill = c("red", "green", "blue", "black", "purple")  
)
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plot(1:40,pbinom(1:40, 100, 0.05),type="l", col="red",  
 xlab = "x",  
 ylab = "F(x)",   
 main = "Functia de repartitie Binomiala",  
)  
lines(1:15, pbinom(1:15, 100, 0.1), col="green")  
lines(1:25, pbinom(1:25, 100, 0.15), col = "blue")  
lines(1:30, pbinom(1:30, 100, 0.08), col = "black")  
lines(1:35, pbinom(1:35, 100, 0.2), col = "purple")  
legend("bottomright", c("B(40, 0.05)", "B(15, 0.1)", "B(25, 0.15)", "B(30, 0.08)", "B(35, 0.2)"),  
 fill = c("red", "green", "blue", "black", "purple")  
)
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### Repartitia Poisson - Functia de masa si Functia de repartitie  
  
  
x = 1:10  
  
plot(x,dpois(x, 1.5),type="l", col="red",  
 xlab = "k",  
 ylab = "P(x = k)",   
 main = "Functia de masa a repartitiei Poisson",  
)  
lines(x, dpois(x, 4), col="green")  
lines(x, dpois(x, 3), col = "blue")  
lines(x, dpois(x, 2.5), col = "black")  
lines(x, dpois(x, 2), col = "purple")  
legend("topright", c("Pois(1.5)", "Pois(4)", "Pois(3)", "Pois(2.5)", "Pois(2)"),  
 fill = c("red", "green", "blue", "black", "purple")  
)
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y = 1:10  
  
plot(y,ppois(y, 1.5),type="l", col="red",  
 xlab = "x",  
 ylab = "F(x)",   
 main = "Functia de repartitie Poisson",  
)  
lines(y, ppois(y, 4), col="green")  
lines(y, ppois(y, 3), col = "blue")  
lines(y, ppois(y, 2.5), col = "black")  
lines(y, ppois(y, 2), col = "purple")  
legend("bottomright", c("Pois(1.5)", "Pois(4)", "Pois(3)", "Pois(2.5)", "Pois(2)"),  
 fill = c("red", "green", "blue", "black", "purple")  
)
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### Repartitia Exponentiala - Densitatea si Functia de repartitie  
  
x = 0:3  
  
plot(x,dexp(x, rate = 2),  
 type="l", col="red",  
 xlab = "x",  
 ylab = "f(x)",   
 main = "Densitatea repartitiei exponentiale",  
)  
lines(x, dexp(x, rate = 1.5), col="green")  
lines(x, dexp(x, rate = 2.5), col = "blue")  
lines(x, dexp(x, rate = 3.5), col = "black")  
lines(x, dexp(x, rate = 5), col = "purple")  
legend("topright", c("Exp(2)", "Exp(1.5)", "Exp(2.5)", "Exp(3.5)", "Exp(5)"),  
 fill = c("red", "green", "blue", "black", "purple")  
)

![](data:image/png;base64,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)

plot(x,pexp(x, rate = 2),  
 type="l", col="red",  
 xlab = "x",  
 ylab = "F(x)",   
 main = "Functia de repartitie a exponentialei",  
)  
lines(x, pexp(x, rate = 1.5), col="green")  
lines(x, pexp(x, rate = 2.5), col = "blue")  
lines(x, pexp(x, rate = 3.5), col = "black")  
lines(x, pexp(x, rate = 5), col = "purple")  
legend("bottomright", c("Exp(2)", "Exp(1.5)", "Exp(2.5)", "Exp(3.5)", "Exp(5)"),  
 fill = c("red", "green", "blue", "black", "purple")  
)
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### Repartitia Normala - Densitatea si Functia de repartitie  
  
x = -4:4  
  
plot(x,dnorm(x, mean = 0, sd = 0.2),  
 type="l", col="red",  
 xlab = "x",  
 ylab = "f(x)",   
 main = "Densitatea",  
)  
lines(x, dnorm(x, mean = 1, sd = 0.5), col="green")  
lines(x, dnorm(x, mean = 2, sd = 0.8), col = "blue")  
lines(x, dnorm(x, mean = 3, sd = 0.3), col = "black")  
lines(x, dnorm(x, mean = 0, sd = 0.6), col = "purple")  
legend("topleft", c("Norm(0, 0.2)", "Norm(1, 0.5)", "Norm(2, 0.8)", "Norm(3, 0.3)", "Norm(0, 0.6)"),  
 fill = c("red", "green", "blue", "black", "purple")  
)
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######################  
  
## Exercitiul 4  
  
### Functie care calculeaza aproximarile - Functia de masa  
  
aproxFunctiaDeMasa <- function(n, p, a, b) {  
 lambda = n\*p;  
 x = matrix(numeric((b - a + 1) \* 5),   
 ncol = 5,  
 dimnames = list(a:b, c("Binomiala", "Poisson", "Normala", "Normala corectie", "Camp-Paulson")))  
 y = rnorm(n, n \* p, sqrt(n \* p \* (1 - p)))  
 x[, 1] = dbinom(a:b, n, p) # binomiala  
 x[, 2] = dpois(a:b, lambda) # poisson  
 x[, 3] = dnorm(a:b - mean(y))/sd(y) # fara coeficient de corelatie  
 x[, 4] = dnorm((a:b + 0.5) - mean(y))/sd(y) # cu coeficient de corelatie  
   
 a1 = 1 / (n - a:b)  
 b1 = 1 / (a:b + 1)  
 r = ((a:b + 1)\*(1 - p)) / (p \* (n - a:b))  
 c = (1 - b1) \* (r^(1 / 3))  
 sigma = sqrt(a1 + b1 \* r ^ (2 / 3))  
 miu = 1 - a1  
   
 x[, 5] = dnorm((c - miu) / sigma) # Camp-Paulson  
   
 cat("Aproximari pentru n = ", n, " p = ", p, " - Functia de masa\n")  
 print(x)  
}  
aproxFunctiaDeMasa(25, 0.05, 1, 10)

## Aproximari pentru n = 25 p = 0.05 - Functia de masa  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 3.649863e-01 3.581310e-01 3.568232e-01 3.299658e-01 0.3617621  
## 2 2.305177e-01 2.238319e-01 2.376354e-01 1.332845e-01 0.3980424  
## 3 9.301589e-02 9.326328e-02 5.822034e-02 1.980597e-02 0.3886877  
## 4 2.692565e-02 2.914478e-02 5.247396e-03 1.082725e-03 0.3554081  
## 5 5.951987e-03 7.286194e-03 1.739877e-04 2.177436e-05 0.3109167  
## 6 1.044208e-03 1.517957e-03 2.122260e-06 1.610936e-07 0.2630516  
## 7 1.491726e-04 2.710638e-04 9.523231e-09 4.384466e-10 0.2165693  
## 8 1.766518e-05 4.235371e-05 1.572083e-11 4.389961e-13 0.1741649  
## 9 1.756187e-06 5.882460e-06 9.547116e-15 1.617000e-16 0.1371462  
## 10 1.478894e-07 7.353075e-07 2.132919e-18 2.191115e-20 0.1059094

aproxFunctiaDeMasa(50, 0.05, 1, 10)

## Aproximari pentru n = 50 p = 0.05 - Functia de masa  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 0.2024867770 0.2052124966 8.892396e-02 1.715179e-01 0.2938275  
## 2 0.2611013704 0.2565156207 2.576480e-01 3.014187e-01 0.3629452  
## 3 0.2198748382 0.2137630172 2.746250e-01 1.948661e-01 0.3936937  
## 4 0.1359752289 0.1336018858 1.076859e-01 4.634555e-02 0.3979973  
## 5 0.0658406372 0.0668009429 1.553401e-02 4.054947e-03 0.3841768  
## 6 0.0259897252 0.0278337262 8.243533e-04 1.305173e-04 0.3585171  
## 7 0.0085981046 0.0099406165 1.609344e-05 1.545454e-06 0.3258329  
## 8 0.0024323585 0.0031064427 1.155819e-07 6.732090e-09 0.2897592  
## 9 0.0005974214 0.0008629007 3.053770e-10 1.078820e-11 0.2529577  
## 10 0.0001289172 0.0002157252 2.968167e-13 6.359954e-15 0.2172928

aproxFunctiaDeMasa(100, 0.05, 1, 10)

## Aproximari pentru n = 100 p = 0.05 - Functia de masa  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 0.03116068 0.03368973 8.668275e-05 5.322616e-04 0.1949973  
## 2 0.08118177 0.08422434 2.545329e-03 9.479581e-03 0.2708711  
## 3 0.13957568 0.14037390 2.749544e-02 6.210959e-02 0.3267341  
## 4 0.17814264 0.17546737 1.092655e-01 1.497041e-01 0.3651452  
## 5 0.18001783 0.17546737 1.597389e-01 1.327438e-01 0.3882478  
## 6 0.15001486 0.14622281 8.591007e-02 4.330124e-02 0.3981749  
## 7 0.10602554 0.10444486 1.699742e-02 5.196272e-03 0.3970866  
## 8 0.06487089 0.06527804 1.237164e-03 2.293977e-04 0.3871091  
## 9 0.03490130 0.03626558 3.312662e-05 3.725561e-06 0.3702606  
## 10 0.01671588 0.01813279 3.263116e-07 2.225870e-08 0.3483903

aproxFunctiaDeMasa(25, 0.1, 1, 10)

## Aproximari pentru n = 25 p = 0.1 - Functia de masa  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 1.994161e-01 0.2052124966 8.765440e-02 1.568830e-01 0.3016464  
## 2 2.658881e-01 0.2565156207 2.186778e-01 2.373885e-01 0.3692352  
## 3 2.264973e-01 0.2137630172 2.006971e-01 1.321445e-01 0.3964076  
## 4 1.384150e-01 0.1336018858 6.776152e-02 2.706099e-02 0.3956796  
## 5 6.459368e-02 0.0668009429 8.416483e-03 2.038656e-03 0.3759679  
## 6 2.392358e-02 0.0278337262 3.845773e-04 5.650017e-05 0.3441479  
## 7 7.215049e-03 0.0099406165 6.464608e-06 5.760512e-07 0.3055657  
## 8 1.803762e-03 0.0031064427 3.997664e-08 2.160617e-09 0.2642861  
## 9 3.785674e-04 0.0008629007 9.094438e-11 2.981263e-12 0.2232754  
## 10 6.730087e-05 0.0002157252 7.611162e-14 1.513311e-15 0.1845730

aproxFunctiaDeMasa(50, 0.1, 1, 10)

## Aproximari pentru n = 50 p = 0.1 - Functia de masa  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 0.02863208 0.03368973 1.362361e-04 8.007165e-04 0.1985944  
## 2 0.07794290 0.08422434 3.665151e-03 1.306566e-02 0.2753365  
## 3 0.13856515 0.14037390 3.627414e-02 7.843127e-02 0.3313829  
## 4 0.18090450 0.17546737 1.320711e-01 1.732020e-01 0.3692136  
## 5 0.18492460 0.17546737 1.768985e-01 1.407090e-01 0.3909600  
## 6 0.15410383 0.14622281 8.716576e-02 4.205294e-02 0.3988201  
## 7 0.10762807 0.10444486 1.580059e-02 4.623560e-03 0.3950820  
## 8 0.06427788 0.06527804 1.053674e-03 1.870088e-04 0.3820432  
## 9 0.03332927 0.03626558 2.584904e-05 2.782615e-06 0.3619136  
## 10 0.01518333 0.01813279 2.332858e-07 1.523175e-08 0.3367345

aproxFunctiaDeMasa(100, 0.1, 1, 10)

## Aproximari pentru n = 100 p = 0.1 - Functia de masa  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 0.0002951267 0.0004539993 4.098298e-20 3.658911e-18 0.09230384  
## 2 0.0016231966 0.0022699965 2.544055e-16 1.377614e-14 0.14366666  
## 3 0.0058916025 0.0075666550 5.809716e-13 1.908133e-11 0.19253746  
## 4 0.0158745955 0.0189166374 4.880775e-10 9.722890e-09 0.23792430  
## 5 0.0338658038 0.0378332748 1.508441e-07 1.822584e-06 0.27880250  
## 6 0.0595787289 0.0630554580 1.715036e-05 1.256855e-04 0.31431555  
## 7 0.0888952464 0.0900792257 7.173378e-04 3.188516e-03 0.34384950  
## 8 0.1148230266 0.1125990321 1.103773e-02 2.975756e-02 0.36705103  
## 9 0.1304162771 0.1251100357 6.248004e-02 1.021672e-01 0.38381692  
## 10 0.1318653468 0.1251100357 1.301093e-01 1.290421e-01 0.39426786

### Functie care calculeaza aproximarile - Functia de repartitie  
  
aproxFunctiaDeRepartitie <- function(n, p, a, b) {  
 lambda = n\*p;  
 x = matrix(numeric((b - a + 1) \* 5),   
 ncol = 5,  
 dimnames = list(a:b, c("Binomiala", "Poisson", "Normala", "Normala corectie", "Camp-Paulson")))  
 y = rnorm(n, n \* p, sqrt(n \* p \* (1 - p)))  
 x[, 1] = pbinom(a:b, n, p) # binomiala  
 x[, 2] = ppois(a:b, lambda) # poisson  
 x[, 3] = pnorm((a:b - mean(y))/sd(y)) # fara coeficient de corelatie  
 x[, 4] = pnorm(((a:b + 0.5) - mean(y))/sd(y)) # cu coeficient de corelatie  
   
 a1 = 1 / (n - a:b)  
 b1 = 1 / (a:b + 1)  
 r = ((a:b + 1)\*(1 - p)) / (p \* (n - a:b))  
 c = (1 - b1) \* (r^(1 / 3))  
 sigma = sqrt(a1 + b1 \* r ^ (2 / 3))  
 miu = 1 - a1  
 #y = rnorm(miu, sigma)  
 x[, 5] = pnorm((c - miu) / sigma) # Camp-Paulson  
   
 cat("Aproximari pentru n = ", n, " p = ", p, " - Functia de repartitie\n")  
 print(x)  
}  
aproxFunctiaDeRepartitie(25, 0.05, 1, 10)

## Aproximari pentru n = 25 p = 0.05 - Functia de repartitie  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 0.6423759 0.6446358 0.3929767 0.5535775 0.3291236  
## 2 0.8728935 0.8684677 0.7057391 0.8282453 0.4732089  
## 3 0.9659094 0.9617309 0.9120565 0.9607793 0.5902595  
## 4 0.9928351 0.9908757 0.9848473 0.9949495 0.6846454  
## 5 0.9987870 0.9981619 0.9985523 0.9996440 0.7599384  
## 6 0.9998312 0.9996799 0.9999250 0.9999865 0.8192872  
## 7 0.9999804 0.9999509 0.9999979 0.9999997 0.8654974  
## 8 0.9999981 0.9999933 1.0000000 1.0000000 0.9010381  
## 9 0.9999998 0.9999992 1.0000000 1.0000000 0.9280401  
## 10 1.0000000 0.9999999 1.0000000 1.0000000 0.9483053

aproxFunctiaDeRepartitie(50, 0.05, 1, 10)

## Aproximari pentru n = 50 p = 0.05 - Functia de repartitie  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 0.2794318 0.2872975 0.1956542 0.2914090 0.2170840  
## 2 0.5405331 0.5438131 0.4046616 0.5265796 0.3318210  
## 3 0.7604080 0.7575761 0.6460390 0.7525772 0.4353581  
## 4 0.8963832 0.8911780 0.8390586 0.9029543 0.5274530  
## 5 0.9622238 0.9579790 0.9459228 0.9722230 0.6082039  
## 6 0.9882136 0.9858127 0.9868750 0.9943044 0.6780511  
## 7 0.9968117 0.9957533 0.9977333 0.9991736 0.7377060  
## 8 0.9992440 0.9988597 0.9997242 0.9999158 0.7880601  
## 9 0.9998414 0.9997226 0.9999765 0.9999940 0.8301004  
## 10 0.9999704 0.9999384 0.9999986 0.9999997 0.8648420

aproxFunctiaDeRepartitie(100, 0.05, 1, 10)

## Aproximari pentru n = 100 p = 0.05 - Functia de repartitie  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 0.03708121 0.04042768 0.02174022 0.03679307 0.1157467  
## 2 0.11826298 0.12465202 0.05946377 0.09185741 0.1894377  
## 3 0.25783866 0.26502592 0.13577141 0.19225149 0.2637150  
## 4 0.43598130 0.44049329 0.26117011 0.34095615 0.3369633  
## 5 0.61599913 0.61596065 0.42858890 0.51990665 0.4078332  
## 6 0.76601398 0.76218346 0.61018701 0.69486695 0.4752601  
## 7 0.87203952 0.86662833 0.77022281 0.83384413 0.5384638  
## 8 0.93691041 0.93190637 0.88480506 0.92353270 0.5969261  
## 9 0.97181171 0.96817194 0.95145515 0.97055520 0.6503586  
## 10 0.98852759 0.98630473 0.98295070 0.99058276 0.6986647

aproxFunctiaDeRepartitie(25, 0.1, 1, 10)

## Aproximari pentru n = 25 p = 0.1 - Functia de repartitie  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 0.2712059 0.2872975 0.3059783 0.4079547 0.2273070  
## 2 0.5370941 0.5438131 0.5166166 0.6240506 0.3470111  
## 3 0.7635914 0.7575761 0.7226090 0.8065033 0.4550533  
## 4 0.9020064 0.8911780 0.8727643 0.9213233 0.5509869  
## 5 0.9666001 0.9579790 0.9543425 0.9751754 0.6347351  
## 6 0.9905236 0.9858127 0.9873715 0.9939962 0.7066384  
## 7 0.9977387 0.9957533 0.9973351 0.9988965 0.7673895  
## 8 0.9995425 0.9988597 0.9995740 0.9998468 0.8179306  
## 9 0.9999210 0.9997226 0.9999487 0.9999840 0.8593523  
## 10 0.9999883 0.9999384 0.9999954 0.9999987 0.8928059

aproxFunctiaDeRepartitie(50, 0.1, 1, 10)

## Aproximari pentru n = 50 p = 0.1 - Functia de repartitie  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 0.03378586 0.04042768 0.07979197 0.1152457 0.1187725  
## 2 0.11172876 0.12465202 0.16066810 0.2164211 0.1945671  
## 3 0.25029391 0.26502592 0.28198350 0.3558474 0.2712068  
## 4 0.43119841 0.44049329 0.43557312 0.5180163 0.3469561  
## 5 0.61612301 0.61596065 0.59969349 0.6772175 0.4203279  
## 6 0.77022684 0.76218346 0.74771304 0.8091283 0.4901252  
## 7 0.87785492 0.86662833 0.86038859 0.9013783 0.5554533  
## 8 0.94213279 0.93190637 0.93278039 0.9558283 0.6157056  
## 9 0.97546206 0.96817194 0.97203495 0.9829530 0.6705336  
## 10 0.99064540 0.98630473 0.98999970 0.9943570 0.7198092

aproxFunctiaDeRepartitie(100, 0.1, 1, 10)

## Aproximari pentru n = 100 p = 0.1 - Functia de repartitie  
## Binomiala Poisson Normala Normala corectie Camp-Paulson  
## 1 0.0003216881 0.0004993992 0.002016121 0.003362222 0.04354215  
## 2 0.0019448847 0.0027693957 0.005467736 0.008672377 0.07647190  
## 3 0.0078364871 0.0103360507 0.013418521 0.020258316 0.11369988  
## 4 0.0237110827 0.0292526881 0.029849798 0.042937667 0.15464229  
## 5 0.0575768865 0.0670859629 0.060315382 0.082767486 0.19862641  
## 6 0.1171556154 0.1301414209 0.110994309 0.145525186 0.24492889  
## 7 0.2060508618 0.2202206466 0.186630109 0.234242582 0.29281356  
## 8 0.3208738884 0.3328196788 0.287907232 0.346764018 0.34156141  
## 9 0.4512901654 0.4579297145 0.409576429 0.474804581 0.39049365  
## 10 0.5831555123 0.5830397502 0.540716715 0.605525871 0.43898892

######################  
  
## Exercitiul 5  
  
### Functie care ilustreaza grafic erorile maximale absolute  
eroareMaxAbs <- function(n, p, a, b) {  
 errPois = errNorm = errNormCoef = errCamp = 0  
 bin = pbinom(a:b, n, p) # binomiala  
 lambda = n\*p;  
 for(i in 1:1000) {  
 y = rnorm(n, n \* p, sqrt(n \* p \* (1 - p)))  
 nrm = ((a:b + 0.5) - mean(y))/sd(y) # cu coeficient de corelatie  
 normCoef = pnorm(nrm)  
 nrm = (a:b - mean(y))/sd(y) # fara coeficient de corelatie  
 norm = pnorm(nrm)  
 pois = ppois(a:b, lambda) # poisson  
   
 a1 = 1 / (9\*(n - a:b))  
 b1 = 1 / (9\*(a:b + 1))  
 r = ((a:b + 1)\*(1 - p)) / (p \* (n - a:b))  
 c = (1 - b1) \* (r^(1 / 3))  
 sigma = sqrt(a1 + b1 \* (r ^ (2 / 3)))  
 miu = 1 - a1  
   
 camp = pnorm((c - miu) / sigma) # Camp-Paulson  
   
 }  
   
 errPois = max(abs(bin - pois))  
 errNorm = max(abs(bin - norm))  
 errNormCoef = max(abs(bin - normCoef))  
 errCamp = max(abs(bin - camp))  
 print(errPois)  
 print(errNorm)  
 print(errNormCoef)  
 print(errCamp)  
   
 plot(1:4, c(errPois, errNorm, errNormCoef, errCamp), type = "h",   
 main = paste("Erorile maximale absolute: n = ", n, " p = ", p), xlab = "x", ylab = "Eroarea",  
 lwd = 10, col = c("red", "green", "purple", "blue"))  
 legend("topright", c("Poisson", "Normala", "Normala - coeficient", "Camp-Paulson"),  
 fill = c("red", "green", "purple", "blue")  
 )  
   
}  
  
  
eroareMaxAbs(25, 0.1, 1, 10)

## [1] 0.01609159  
## [1] 0.2903693  
## [1] 0.1761699  
## [1] 0.001260515
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eroareMaxAbs(50, 0.05, 1, 10)

## [1] 0.007865743  
## [1] 0.1709743  
## [1] 0.04466368  
## [1] 0.001398888
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eroareMaxAbs(100, 0.15, 1, 10)

## [1] 0.01901701  
## [1] 0.03192767  
## [1] 0.01113482  
## [1] 0.0001973995
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#### Observatii:   
#### Aproximarile normala si normala cu coeficient sunt cu atat mai bune cu cat n este mai mare, iar p se apropie de 0.5  
#### Se poate ca aproximarea normala fara coeficient sa aiba o eroare mai mica decat cea cu coeficient  
#### Aproximarea Camp-Paulson are eroarea cea mai apropiata de 0  
  
  
######################  
  
## Exercitiul 6  
  
### Functie care determina densitatea repartitiei normal-asimetrice  
  
dsnorm <- function(x, miu = 0, sigma = 1, lambda) {  
 dens = dnorm((x - miu)/sigma)  
 rep = pnorm(lambda\*((x - miu)/sigma))  
 return ((2 / sigma)\* dens \* rep)  
}  
  
  
plot(-5:5, dsnorm(-5:5, 0, 1, -4),type="l", col="red",  
 xlab = "x",  
 ylab = "f(x)",   
 main = "Densitatea repartitiei normal-asimetrice",  
 lwd = 3  
)  
lines(-5:5, dsnorm(-5:5, 0, 1, -1), col="green", lwd = 3)  
lines(-5:5, dsnorm(-5:5, 0, 1, 0), col = "blue", lwd = 3)  
lines(-5:5, dsnorm(-5:5, 0, 1, 1), col = "black", lwd = 3)  
lines(-5:5, dsnorm(-5:5, 0, 1, 4), col = "purple", lwd = 3)  
legend("topright", c("lambda = -4", "lambda = -1", "lambda = 0", "lambda = 1", "lambda = 4"),  
 fill = c("red", "green", "blue", "black", "purple")  
)
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######################  
  
## Exercitiul 7  
  
### Functie care determina cei lambda, sigma si miu  
  
valoriParam <- function(n, p) {  
   
 f <- function(x) ((1 - (2 / pi) \* (x / (1 + x)))^3) / ((2 / pi) \* ((4 / pi - 1)^2) \*   
 (x / (1 + x))^3) - (n \* p \* (1 - p)) / ((1 - 2 \* p)^2)   
   
 val = uniroot(f, lower = 0, upper = 1, extendInt = "yes")  
   
 x = as.numeric(val[1])  
   
 lambda = sign(1 - 2 \* p) \* sqrt(x)  
   
 sigma = sqrt((n \* p \* (1 - p)) / (1 - (2 / pi) \* (x / (1 + x))))  
   
 miu = n \* p - sigma \* sqrt((2 / pi) \* (x / (1 + x)))  
   
 return(list(lambda, sigma, miu))  
   
   
}  
  
# p = 0.05  
par = as.numeric(valoriParam(25, 0.05))  
  
var = rbind(dbinom(1:10, 25, 0.05), dsnorm(1:10, par[3], par[2], par[1]))  
barplot(var, beside = T,  
 col = c("red", "blue"),   
 main = paste("Repartitia Binomiala si Densitatea Normalei Asimetrice, p = ", 0.05))  
legend("topright", c("binomiala", "normala asimetrica"),  
 fill = c("red", "blue"))
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# p = 0.1  
par = as.numeric(valoriParam(25, 0.1))  
  
var = rbind(dbinom(1:10, 25, 0.1), dsnorm(1:10, par[3], par[2], par[1]))  
barplot(var, beside = T,  
 col = c("red", "blue"),   
 main = paste("Repartitia Binomiala si Densitatea Normalei Asimetrice, p = ", 0.1))  
legend("topright", c("binomiala", "normala asimetrica"),  
 fill = c("red", "blue"))

![](data:image/png;base64,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)

######################  
  
## Exercitiul 8  
  
### Functie care calculeaza eroarea de aproximare prin normala asimetrica - Functia de masa  
aproxNormStandDens <- function(n, p, a, b) {  
 lambda = n\*p;  
 par = as.numeric(valoriParam(n, p))  
 x = matrix(numeric((b - a + 1) \* 2),   
 ncol = 2,  
 dimnames = list(a:b, c("Binomiala", "Normala Asimentrica Standard")))  
   
 x[, 1] = dbinom(a:b, n, p) # binomiala  
 x[, 2] = dsnorm(a:b, par[3], par[2], par[1])  
   
 cat("Aproximari pentru n = ", n, " p = ", p, " - Functia de masa\n\n")  
 print(x)  
 error = max(abs(x[, 1] - x[, 2]))  
 print(error)  
 return(error)  
}  
  
err1 = aproxNormStandDens(25, 0.05, 1, 10)

## Aproximari pentru n = 25 p = 0.05 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 3.649863e-01 3.565861e-01  
## 2 2.305177e-01 2.888910e-01  
## 3 9.301589e-02 1.008282e-01  
## 4 2.692565e-02 1.516032e-02  
## 5 5.951987e-03 9.820034e-04  
## 6 1.044208e-03 2.740288e-05  
## 7 1.491726e-04 3.294260e-07  
## 8 1.766518e-05 1.706075e-09  
## 9 1.756187e-06 3.806422e-12  
## 10 1.478894e-07 3.658595e-15  
## [1] 0.05837336

err2 = aproxNormStandDens(25, 0.1, 1, 10)

## Aproximari pentru n = 25 p = 0.1 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 1.994161e-01 1.613138e-01  
## 2 2.658881e-01 2.515888e-01  
## 3 2.264973e-01 2.515888e-01  
## 4 1.384150e-01 1.613138e-01  
## 5 6.459368e-02 6.631809e-02  
## 6 2.392358e-02 1.748126e-02  
## 7 7.215049e-03 2.954567e-03  
## 8 1.803762e-03 3.201806e-04  
## 9 3.785674e-04 2.224727e-05  
## 10 6.730087e-05 9.911482e-07  
## [1] 0.03810229

err3 = aproxNormStandDens(50, 0.05, 1, 10)

## Aproximari pentru n = 50 p = 0.05 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 0.2024867770 1.611981e-01  
## 2 0.2611013704 2.455956e-01  
## 3 0.2198748382 2.455956e-01  
## 4 0.1359752289 1.611981e-01  
## 5 0.0658406372 6.944455e-02  
## 6 0.0259897252 1.963612e-02  
## 7 0.0085981046 3.644286e-03  
## 8 0.0024323585 4.439238e-04  
## 9 0.0005974214 3.549307e-05  
## 10 0.0001289172 1.862593e-06  
## [1] 0.04128871

err4 = aproxNormStandDens(50, 0.1, 1, 10)

## Aproximari pentru n = 50 p = 0.1 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 0.02863208 0.03178518  
## 2 0.07794290 0.06918458  
## 3 0.13856515 0.12058244  
## 4 0.18090450 0.16828634  
## 5 0.18492460 0.18806319  
## 6 0.15410383 0.16828634  
## 7 0.10762807 0.12058243  
## 8 0.06427788 0.06918458  
## 9 0.03332927 0.03178518  
## 10 0.01518333 0.01169312  
## [1] 0.01798271

err5 = aproxNormStandDens(100, 0.05, 1, 10)

## Aproximari pentru n = 100 p = 0.05 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 0.03116068 0.03397191  
## 2 0.08118177 0.07097843  
## 3 0.13957568 0.12014410  
## 4 0.17814264 0.16475859  
## 5 0.18001783 0.18304727  
## 6 0.15001486 0.16475858  
## 7 0.10602554 0.12014409  
## 8 0.06487089 0.07097843  
## 9 0.03490130 0.03397191  
## 10 0.01671588 0.01317295  
## [1] 0.01943158

err6 = aproxNormStandDens(100, 0.1, 1, 10)

## Aproximari pentru n = 100 p = 0.1 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 0.0002951267 0.001477282  
## 2 0.0016231966 0.003798661  
## 3 0.0058916025 0.008740629  
## 4 0.0158745955 0.017996988  
## 5 0.0338658038 0.033159046  
## 6 0.0595787289 0.054670026  
## 7 0.0888952464 0.080656911  
## 8 0.1148230266 0.106482672  
## 9 0.1304162771 0.125794411  
## 10 0.1318653468 0.132980760  
## [1] 0.008340355

plot(1:6, c(err1, err2, err3, err4, err5, err6), type = "h", lwd = 10,  
 col = c("red", "green", "purple", "orange", "blue", "yellow"),   
 main = "Erorile maxime absolute - Functia de masa",   
 xlab = "", ylab = "eroarea")  
legend("topright", c("n = 25, p = 0.05", "n = 25, p = 0.1", "n = 50, p = 0.05", "n = 50, p = 0.01",  
 "n = 100, p = 0.05", "n = 100, p = 0.1"),   
 fill = c("red", "green", "purple", "orange", "blue", "yellow"))
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## Functie care calculeaza eroarea de aproximare prin normala asimetrica - Functia de repartitie  
aproxNormStandFuncRep <- function(n, p, a, b) {  
   
 par = as.numeric(valoriParam(n, p))  
 lambda = as.numeric(par[1])  
 miu = as.numeric(par[2])  
 sigma = as.numeric(par[3])  
   
 x = matrix(numeric((b - a + 1) \* 2),   
 ncol = 2,  
 dimnames = list(a:b, c("Binomiala", "Normala Asimentrica Standard")))  
   
 x[, 1] = pbinom(a:b, n, p) # binomiala  
   
 t = (x - miu) / sigma  
   
 psi <-function(t) 2 \* dnorm(t) \* pnorm(lambda \* t)  
   
 for (i in a:b) {  
 y = integrate(psi, lower = -Inf, upper = (i + 0.5 - miu) /sigma)  
   
 x[i, 2] = as.numeric(y[1])  
 }  
   
   
 cat("Aproximari pentru n = ", n, " p = ", p, " - Functia de masa\n\n")  
 print(x)  
 error = max(abs(x[, 1] - x[, 2]))  
 print(error)  
 return(error)  
}  
  
err1 = aproxNormStandFuncRep(25, 0.05, 1, 10)

## Aproximari pentru n = 25 p = 0.05 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 0.6423759 0.6269492  
## 2 0.8728935 0.8703730  
## 3 0.9659094 0.9733529  
## 4 0.9928351 0.9968990  
## 5 0.9987870 0.9998009  
## 6 0.9998312 0.9999931  
## 7 0.9999804 0.9999999  
## 8 0.9999981 1.0000000  
## 9 0.9999998 1.0000000  
## 10 1.0000000 1.0000000  
## [1] 0.01542667

err2 = aproxNormStandFuncRep(25, 0.1, 1, 10)

## Aproximari pentru n = 25 p = 0.1 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 0.2712059 0.4975166  
## 2 0.5370941 0.6536817  
## 3 0.7635914 0.7872118  
## 4 0.9020064 0.8845977  
## 5 0.9666001 0.9451778  
## 6 0.9905236 0.9773198  
## 7 0.9977387 0.9918650  
## 8 0.9995425 0.9974788  
## 9 0.9999210 0.9993266  
## 10 0.9999883 0.9998453  
## [1] 0.2263107

err3 = aproxNormStandFuncRep(50, 0.05, 1, 10)

## Aproximari pentru n = 50 p = 0.05 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 0.2794318 0.4909328  
## 2 0.5405331 0.6475876  
## 3 0.7604080 0.7824109  
## 4 0.8963832 0.8813787  
## 5 0.9622238 0.9433408  
## 6 0.9882136 0.9764277  
## 7 0.9968117 0.9914962  
## 8 0.9992440 0.9973490  
## 9 0.9998414 0.9992877  
## 10 0.9999704 0.9998354  
## [1] 0.211501

err4 = aproxNormStandFuncRep(50, 0.1, 1, 10)

## Aproximari pentru n = 50 p = 0.1 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 0.03378586 0.4479603  
## 2 0.11172876 0.5277902  
## 3 0.25029391 0.6065155  
## 4 0.43119841 0.6811014  
## 5 0.61612301 0.7489896  
## 6 0.77022684 0.8083538  
## 7 0.87785492 0.8582250  
## 8 0.94213279 0.8984752  
## 9 0.97546206 0.9296842  
## 10 0.99064540 0.9529323  
## [1] 0.4160614

err5 = aproxNormStandFuncRep(100, 0.05, 1, 10)

## Aproximari pentru n = 100 p = 0.05 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 0.03708121 0.4433491  
## 2 0.11826298 0.5231511  
## 3 0.25783866 0.6020322  
## 4 0.43598130 0.6769396  
## 5 0.61599913 0.7452783  
## 6 0.76601398 0.8051749  
## 7 0.87203952 0.8556093  
## 8 0.93691041 0.8964078  
## 9 0.97181171 0.9281147  
## 10 0.98852759 0.9517877  
## [1] 0.4062679

err6 = aproxNormStandFuncRep(100, 0.1, 1, 10)

## Aproximari pentru n = 100 p = 0.1 - Functia de masa  
##   
## Binomiala Normala Asimentrica Standard  
## 1 0.0003216881 0.4378186  
## 2 0.0019448847 0.4775461  
## 3 0.0078364871 0.5174981  
## 4 0.0237110827 0.5572750  
## 5 0.0575768865 0.5964824  
## 6 0.1171556154 0.6347428  
## 7 0.2060508618 0.6717064  
## 8 0.3208738884 0.7070609  
## 9 0.4512901654 0.7405388  
## 10 0.5831555123 0.7719234  
## [1] 0.5389055

plot(1:6, c(err1, err2, err3, err4, err5, err6), type = "h", lwd = 10,  
 col = c("red", "green", "purple", "orange", "blue", "yellow"),   
 main = "Erorile maxime absolute - Functia de repartitie",   
 xlab = "", ylab = "eroarea")  
legend("topleft", c("n = 25, p = 0.05", "n = 25, p = 0.1", "n = 50, p = 0.05", "n = 50, p = 0.01",  
 "n = 100, p = 0.05", "n = 100, p = 0.1"),   
 fill = c("red", "green", "purple", "orange", "blue", "yellow"))
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##################################################################  
  
# Problema 2  
  
## Metoda de Simulare prin Acceptare si Respingere  
  
for(i in 1:1000)  
{  
 x <- c(runif(1, -1, 1))  
 y <- c(runif(1, -1, 1))   
}  
plot (x, y, main="Metoda de Simulare prin Acceptare si Respingere",   
 col = ifelse(x\*x+y\*y<=1, "blue", "red"))

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA0lBMVEUAAAAAADoAAGYAAP8AOjoAOmYAOpAAZpAAZrY6AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZmY6ZpA6ZrY6kLY6kNtmAABmADpmOgBmOjpmZjpmZmZmkLZmkNtmtrZmtttmtv+QOgCQZgCQZjqQkDqQkGaQkLaQtpCQttuQtv+Q29uQ2/+2ZgC2Zjq2ZpC2kDq2kGa227a229u22/+2/7a2/9u2///bkDrbkGbbtmbbtpDb25Db27bb29vb/9vb////AAD/tmb/25D/27b//7b//9v///+GR3kgAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO19C4Mcx3HegS0ygE0rkQJaTuwQiOKECaHIFmOdpSjGHEn0//9L2Z3pqvrq1TO7d3toDKYELXe7e6qr66tX9+zO3dWDdk13H1uAg25LB8A7pwPgndMB8M7pAHjndAC8czoA3jkdAO+cDoB3TgfAO6cD4J3TAfDO6QB453QAvHM6AN45HQDvnA6Ad04HwDunA+Cd0wHwzukAeOd0ALxzOgDeOR0A75wOgHdOB8A7pwPgndMB8M7pAHjndAC8czoA3jkdAO+c1gB+d3d399V7evdSd374339MLvoi7kj7PvzT13d3L371w/nt2zZhSusjrrn24a4jdY9jooQtMpzezfTilz9cduF22gLwi+9Pb37+xgH8028SjVwMMC/0zccD+LzSN5czTJWwRQZad9Px9gu30xaA716f3vz4ygGc4ngxwPe0zk3KegzAKQUGvIl6a10lAfiaqTfRBoD/ZlbnPUnx4Xcne/v1+4b9eXV//ru7u1/8/azyD797dffld8ui//ybU/8vxTKxj5nQLC++PTnD27MPzfCd1P3yz1+fW//1dNH3lRR5an9NAAv/+7sX/+M3d1/84Nl+8c8n2b78Qcb8Yb729OF/nYZ+CW7zcPfiPzFWfzoljF98a94Kc+BLSlgXpv4rZSHlwfO7k/ec/wtX8GCc7IMX/sP8zioVZVgH+D+8OsWPD2+/+G8zwLOln5j+kdfW3G+WkCzy1PxgYg/2CRNG4o/LOl8zwAt9TVbkAAb+900Az9aN+bemIxcY39199X9fzbGKr3ut3gJz4NuUsEGYe169B/g8+3ucQQbjZB+c8ItSX3xtlIoyrAP87dvT+n589dXvZ4DfnQ1jRqLpfLG++1kJp3W+fH82pC/+eJr6371vA5uLcB8yocW/+Ps/sCEskr2ufzpJ+W1jbQFG/qcRX/1Q/59jexL+1PCnWe42hnV08oiF8UJnxqTuk6T/8f1P3zQrpbdq4cL3XYNsTZhzTHp/vuZ16sFyBQzGybzwi1LfWaWCDBsAfnM2r4e71/fnOWYNnzksHNm1lv8wCkus+8u5Nn7JnLgPmdBCZ+P77r0AvJj0V++VNWGIFv73S3nk2L5b2t+1OPOmSpQ7fzgx5sz3cHaI+8Wll6nuf/UHfKsXLnw5B68Ic5rsSzRhXPcSI+AKGIyTeeETpYIMWwB+OF3z7u7NDPBca3F4gnhzVs7p/UvG8sNvl4EveVXch0wa/elrii+cgxerrxnAwL8B49g25d8DeJzGvif2NJRNCWo4eOsW3vi29LcqzILlXKpEAL98j1fAYJzMCU+crFJRhlWAX3x/Gvdfvnnx/TkcUOaTdZKWTh1v6H2ztrsv//tfWIfYh0yYPvzlH19xHMoAliyN/Nt6HNumm7NoKwCzds6W85ab4a1beONLVr4qzE+/WT7+zwDgL78zV8hgnMwJnykVZdgA8CzGOUovHvxG+rwHo0G9Rh2aPrXj/FGqmxaH1gFG/mKweiO73YN5n0ZlvBbaMHcevEWYE8T/+PWsSJODP/x+qVD1FTT4Eg/my0GGLQC3Q6yHO7AZWWeSgx8oU7xWoyldqG3f6fOLfzhvfF7lAC8yP3CRgvzv+SzGbtQxB3cA1vvRRdKHX36Hb/XCTQ7eIswy0X/lVMoAz+b1MrhiHhzlYBE+USrIsAngs6u/5rR+2pz+9I3M5Kvouaibm887W4hxUPAxkyaQ6DcF+PR65icezPzbehxbXUV3AKZy69S7wPXrOQW8wbfA3PHdIMzDuR4/h17nwWwxcgUMjqpoET5RKsiwDvASgZZVyD64uZPZB/OmbcnB5BKs7taHTGih3JcAzFkScjDxp/VYtjBjH+B7OqW8b5pmyeUtMEe+sxL+ZYMwv7ujz+E2SWtFBuNkXvhgH7zsxUWGLQAvht3M/KffnlS93Bb43XLAMp9k/cMi8e9f3f3iW66iv/xO9izYB0xa31xFS43pAa4/nuqOX/2zrqIbf1qPZXua619+2xp6AC/rq5WPlObjq2VF8laYI99FCRuEWTYKvwxPss4ovlRX8GCcLBD+PP2//8EqFWTY9e3CR50TfwS+V0/2Lj+cPwAeiO/lk508/9f6xMbSAfBAfC+f7OHuTmd6RwfAA/G9YrKf/u4V3XaKadcAH3QAvHs6AN45HQDvnA6Ad04HwDunA+Cd0wHwzukAeOd0ALxzOgDeOR0A75wOgHdOB8A7pwPgndMB8M7pAHjndAC8czoA3jkdAO+cDoB3TgfAO6cD4J3TAfDO6QB453QZwPSbzWf8Yv9Bj6OLAL6nn+s/yPOHDhqbLgH4w1uG9T75ueLdQc9EtwD452/4KR8PSZA+Uvoz0U0A3uLBF7A76BF0E4BPObi5cJqDD4CfiW4DMD3n4zN9YMBIdCOAn5vdx6VpmoaVYHSAH627Z1D+1P5/2UUo12OF7Ehwa4DvH1dFX6W7J2WwbYqLJ1FyPVbIngTP7MH97Zkz5Glue8TaO0t/Mte+BmB1zVUWEnGLljRSiNaGfJZ26hn3FoRy3V3jNaWUi+bI6RKA19fZGLQl6fEDAazXOUu7iBovsIfQNDXHT237GlRK+780LIBfYSsXALyF+6Ks5a0ZPwbAs/6jRU9TFqN7WpmWddJSozhwBcAFXvltYfEvoyQHs2VW/khv+uwmMmK7sCEAFhQ0wLRctThyaxytaYJ/LdK7sVsANhHZAuwAD66KgnoDwlTRtChcLwPmlGBZyphnAZj/FMpdesMQ2XEcrXZt8j9WyAT/R0fX/KZqr4lceB1fj5UD2ECo4rgL6snElD3RMhW2fWmbstyKz3QbD/7wdu1GcASwAmoxZnZhj6uKa2r1pCS2+9Bd16LeAg5idYbSRGjbpt068vHM2NoivRtOlF5XAZZMd/sc/OHtyh/oCgFWRFU0hZ9qlj5pn7YIT6iWtui4Co6pFHmtjGYxYFqvRkxp8CUAN1tVHmziUGCXogEX/G+Wgx9W/rxfkIM9YZxun9UbimG6MqkVaxVQSxQwFSF+McDGXT2E0hDBX/sABznYRuhYVVPaM0aRlYXLiYtDF5mVJ1f2cXU1vJ4pKYqqGgAh2WbT5r8UfhdyPAsyshaBiwjapslX0Ut3r5qggbEShwA4S4cYqeSj2Q1kAJdiVLkGsOkvrh5GgCklM57i6+i3eRUdtVHmUZWIWkQGcMp4CICzCK16fKVcGXtbZZ2puGsuBNiAM8PLHln4n6Duq+l4trQSaOEYFzNBrdE+1w3KAhoA4K7QaamrXHpy10f6XcnBfQOgolocmP5dOFsuxUSlISI86ejUd4agb1yAU2z5ABNqkdCBnSJXquiuAajC2AFcgmvj2UreNYmxAsCmgszVAq9A4wBsBA9Qk8X6Dss/UvnqLqk3YOEXb4sLgr1CLRLYmeYGubsCMTrx2a2n6wMAXB1sZo9DrbQlovd+2eBh7X9FXGx1l8QMQqClaJaPKl53fBPZLPgaUZpsuPdfKLvdEpm5b6pjAVwBaA8w4duGZ4UVl7CIqap+cyqL4hNLSLEDm9hgREWsSO+yl1e7pzceDa1bAtkQAMsSYDH+dE4D3FBWPEVNEjkrIRYcOvkw6eqmTeTmXRkOZyiS0rPr4tst3e2SopEAVuHIBZwGMN4Zm9YAbpiGADtnI9cNtL21OttoG8bl5TXcNleviP5+WNEgAMMJndwB9TlmokJTtoxAoCzc1JQWDTXypfj7BBnAq4FXH2mtO7/cqCqYS+J50hOALfiOALA5wIHbC3EVTUF6gRwHUGqrUkUXwBdhKAgmX73USlbPF8TsLYVcFSnBqhDy7gFYZv8JjQCwv9ebJxk6m56i5EQHxBL8mq+qe7sYsG0pG1bRlyTlC25Y4Uw6XEdmwga/PTrPNATATPrwIjr9gBIrcnLYroK6tLcy8k6LCToqmPbpkhuSrWiXVGFqQsUJ9GF3lP1JhgDYntbUHGBxXYcvbXLIWSlgJwDbu7sdarbgQre7fmuEVsPVAajMo/MHAgy6Wk/FIwBM1RM2RZhPHJ3pIoVvXeCtHHk5HZv61Dj5BoKCrFOGXxTL20h96EE+Xdm1iTjzKkw3hOsBAJ7gHzRZgKmAxhvERFKz6BNFAdreGbowmgKz5GPStMbRIUkt1nzCE6BPFeAAcjmoDG5tQ8qlKkvdu70Yy5BigNXxpSrmNrEstmqW2tDUgHzaN7+2NnhNaESAJ/5ikgJYTjkML10W033b2D8eQWbjzLMqhC/KwVjrYdAp9GUCzcsDbHJwkNdGAFidYNQG5WSzrD7EYjL7R0iwlXzgMQBr1wpiKc3cWi7wYJVVxAwJYJdX4iMOVEdQy4wBsL4PuPyHE63aEDgD9SWVOyXSPnYZsXvpoyrqtY2X5GDw2mJdmEstwwpUE1CU2AYBeCY8x8Jgo7d87nASCxKDQ1D5Lh+T7W6469H6X/PgYLaYlJyQY3gVoWnmu1482hsb4ObIrmAk2zUAc0SrbPikmBiWNFHqZtwYYY6vZsRaDs4qACVY4aXY6X0FwXYf3FT8BADm3MstqrauRnpl+/IB0mWgcniNmzkmIF8M18E8LNAmY7IAF8stvf0wmf9L68g5eCEBlo202p2S3RI4INwG0rnAKsAQejV7rHjt8VhMnZitjAPyC2YXn/hVHnO2P2oVTQRZl0KOvu97emM9xIZSs/8NZlkDWLmO3HzQTi0IdF24l5RVjoWimV+iyk6QlE81DG5EIwGsNgLheavLk0ZLfELAgwOQezlYRWfxLzgpo5ZauV7Pk7AByJyKYJ+dtfC8JQC4TjZGB19gWmgsgKMUA9ZpdFKq2H1r4coH0qlHOK2iOQYou4GLYIdd0aH1UOBpe0sNx8K+V1pqsI0X5aiv5uX19WAAq5tE7tXohIKkXC1BGt7HgTpqJdDwTpOpqQQlTA7IQIcHfVKCDfyRDcdtjMiEUUYOz/qEoyYR+lY/AD8/wPAh//n3GjsPrS5AlqYYYBPkagt1eoI4TFNixaBA2LKpdOJsN+eSWcgCKnGEmK+uNRtkIofnxwF4fgwpPHf2EnZK4tN/zr8jI0wwQluATepEDelAzoNbg1zB8VeGFII3dfrsYzBUR2ESpIS3p0OAi/tV3ccBuEF75dNmsbBqK1Lxd+ngMqdCo0PSwsnvlSdxceXSJkZ9jLikfuN0xQkBzNRxCQIcLKWJHu2so69HPGcOPgP846sZ4GufF81LcHgImRIrIhiCqQ/1rCKn3UbzEO9+gUSw0fHmJP0qhyj+ofy6AdcilJ9hDufB0Vdhld1fRryF1c7okCp2RMVeYgQiyVs71oKYxHDZ4kWRIF1PMG+XbviUnZeVyq1t7PwNpOqN/VJS/gkxWPTpfNMw0BVXzQGWGewAZTFYRV/yxTAngqHEiW+1TTph/OL7zt/kCM6i5dsaICla+zUk1xOE9utsLjUGTFxovRpg8Fh53bQQ3P0F/eZ0iGmYfTAcSgbfpbuaCOAq0dPvmWzmDXg47bID2qk6OVizuWhlWQoh8ocfjcYB2L022uy88ZnVEpCXTzX/ykVnFuWLuorWGIX51Kd0Sdbb49Jq6o3vFdbbA7z5edF4A4mFvCQyBw5B2dYeMG66WPXlVymEV8U1Qf4y0+2x/2gAWy7p86IJWszBdhsUrzA45arwQfaSweG9HhnLvA7wBXaIQd7tqf1ozi0lKB4UZc9eHiZE0zdiawV86aV9rpGeMb3GVU9lBRUYmowMqAWCuEMS/DYqxRtEP66w9/bniX/KMxDA9PwC8WAFkLtzU/WgPsCNAWgsZJKQK8L0DY3exXFhoIdnDMB+JExnMp7pGavo1T9O2bldWD3AHUX20qu5rHC0c5Q7R3bTCO0mkivl68OIY6DALPo/4TRIBuXbALz+xyk3AUwAKVc0V6ArRRsgUHIaaqU9ue2kpw7gTjQfhhUXRuyoAv+XCzZWZTZO3wTgR/xpOyUfnk+kuQ5VkaQyfXjUITcg9B4f+nsOvA6wYWACFy9g067K7TNvdFTJNwkvvtmgIoyOVd0qejWR4tC8O0mPCgKYqBi57L0lJVKR6Bzdg4rYr5aYlp4H4Cf/45Trt41qnso2TlBpQxUB7CFQlicdAcJFvy+CdEeWTirq0vMA/GR/nJKd8xqAfbxNeUAE7CAUyKUvCKK1vqmhbEWzhSIgXG3nGkXPkoOf6o9T2mpj43D5pB065cGZtnC+lb702LGKQ3K/vGaTsCShIdH3wTYBHC/oWarop2EnNg8fuxckqSz87CcqWMgkOlbYcM4uCG14JGJ93pgSSMCnVsns6YLi+4WfFsAawZWKCV7l8i7AoPXEyVQY5sDOKTW4CrhVRsnthTcAjPkqWmDytZ1PAmCoT3QtazF3lysnyY+2hRfiW8OCi7VMORM3SnJgFiwEqidbSAFv8u9kVVLIaYCzL96NDDDmX3eehCrJLrd7Ed2E7lZMZyFFRmEUQizEWnQvI5EX3J07ogn3a2wTQaidf9Rixg8NsMp2UGcC8PC6gRlqzjkp6muBjb7Opa+geCsF0ZpAkWXaUXiU1ks+OtvLOP6+hEF4EIBXnueFYICtJw7TYaIBVplQd7sv0PJsDHAtBdRdgihj5NeL2b5J16wgMygyf3SJaAyAO9/rPZPgCwWGONJmD6YXYJEBTKZjPteKuZx9F/Jw8UzaSNhNQZ7gALBlq08Shsej+Nt5oSEAzr4wRiSZiVXrWjaQGWuc1PqezsFREOYwqTqLMgpbx/mVcbTndNFZEaWqKFC4Pwcw0ygAn/9N2cpaRizFgII+vYVc1RWETjWrwldjazfMQQDAGGASgApERVwSclAgceFcEAO8aFGveRCAZ9ujXyB54vMEeU/NGEYvp+7G2vgfTGvfVKtyyNMBwOL+AcDsxTbeY0KKAJZfzCMNAfDyaIkyw5whDPlX5VGE4RrqxcOKkPgkqjVdeBjGa7ZCmEoiB8PoAa7G+bWXxxF/4O9Fn0XrAry8qsxXKcn1vovGDPLon11tvFZCBUFpGLARqlxaGBH5VYU4YqGPJvtEYV/fSd5q1oMA3H4jCuWp6Uf/UDFu2xfI03vJ8Nrtg000tTuABTswPwy6SmAeaqvooqfDsA9WtpVGAXh5wApsJh3CcAIAC1ctKaVWsB1gmLLp3wNMHtrOkxk7xQFwSmaH3ZfqFgVcQMMAXNlsSTnUJsui9bLN1z5EwFledUcNlIYSgPvQa7DlZacT55QS2piIXYCSvfHguYMqOl9j2DkWwMuru2FTtTJpswCIKy7e0vNyG/ef3ERzIhcDVdHqF0R4MmovlgP8H3YEZojZs6tpQkpC1JgAMxyASxGdkW6KcgRiQixEsUWXJzhhEWiQgQIJBlcKvMVqU/CM9kWKA5qgl53NNwAzA5GWHHUOBDBFaHSRpX1+RYC1mysmNIThZI/w+LZJtWYygJGb7xTwIQSkcGA8j4RXRbvuTljGFlxHAhiCImwPKyobV5FEXXEL40lxYR5opgtwyUxL2JB3+kEY0XW29RIZswuKasNaXjUNA7CSXvJQJZNe2iEfJ1FXRqWhEmd0ERocMHJg8HrHDaxCgr/hS85bwiik1g09eF9SxXSaIt8sjgQw5FRefFQyYZkbKxpWGwwrConq4ArnZO41VqQv9aPpyHIgXGmEQ7MUg2CzdZWnX8ZCAwFMFl6N5BmlTlbI4JePNnTxdZtmcazjSKg4B9FINRamdHZlYpK4wFj0LaWoxphpGIA5PNGHddXHJtt6xFyMaWtFp6Et4krROR2vnRUvqhaOFYAx66qKG+MarCRVxkAAc3KqIPBG3XtuxAY+6R6Y9wKWyWZEM9IAowtLhF0QSs0Lq0wKQyosoy/0nGEkgCvkoNLVpbrMjwHfKG7QRUFZcU3n4+7i30N9C8V1XEUjM4zCLdZoK0Hz+BQA5vSGS9iAb/ULUzatUqCoGHj3plGWEW1d1KRVAaKkMZetWVlw6FkgqkGsDiZXNArAlJOKZEYjcYhDtDITuUAJMgG6mB0I75VXmnLNmFaq47jaT2Mzd0MMK77TWFce7QYBuJQqp8s1UleIQw9gnxIxOnI7ujoX3oWbaGbaOinHVP4cSEJrS9JIMJZ7Su24ugU9D/XDPMKBda8b9AAVck1zNNQ0AHq4EW5D0GfMrXXfZGJjKLF0sHVEvX54VcYWLNDy6sb7IR7hoDxHt8FCYYeiwuZa+KNBWO5AQGiXMIKF/ZmjKzsvYg5Xa4kDaXjaYNV2uB7ZBW/LmBF+AE7qypIsQqIW04InDQ3e4RZSn41pJjCBAph9WhycprcxO6PiXvXKoKXg9Omw7gyOBniEA3lvv4hCLwyVFmpCfaWHb8LpgFnEtQnQJVaI44I/w8Rx/MiX4CJ6hDjaMYoXccYglw0awIN1KNZuCACjF6oLgw/AGj0C4IUxDJuG2FmXL7C2xE+62A6NG6jMX2FpBesEkgEe4aBNHM2yGB0b37sY4GqhMk6ItbKzLlRjqWZAl9harL+GAG+txkRhtWcSIzzCAfEr8FnFV+W6xTWlAFexEzesGI1GRiWCISM0jE1weNxsZPBLWuHHgnWFuBzgE3Yvt160gd2ZQMPtFdKiL51At+BWoWpMbNXDmrdyTGzmABqzk9sz/Q4c634oRoLY9q6DivGGAJ8D8F36JPcr2AE5gCO54fs3yq3iKs01YqBV+1uZvHqFcQluAm2YzauDPoVNee+KTbCkvHg2zicP0Zsx3vy86IUkppYGtJdcVgRav4bYHwp7M0YNDR4LFHmLy7LarTplLvvhFfutFr+6Ndb1Ofi+d06Vc0mfF92osAeR5sG6beZDrXs2/q0bVUlLVKHD7SfrgzIySQT8thqA3d7WXMrm2ie0hTY+9wKm6wA+/9W6N6fdUFpDXcYOSVfRGJNIC9qDdfFDTKpSdbZ+9NlqTql12VzZX9KgnwIc7G2BuzeOjNAWePWRvSm6AuBzhbwgm51iXMQuJUyP82dJu5CDiwyAK/m1qzreFQmgfFFjbVFplqeRBz1jjGawHcBsV1UMZ5sLFwVwaG+arqmiX3y/Ovra50VbzVX+JwAr5flYyp9WASa0zGQc+egVBSpuRtazTrRYy0GqgbmKTBcXdl5gyrmikCz0Mw1xs4HJLFPXLuBduvxxa8Q4Cw14ZZEuYi4ooP5DF/Ym5vxai2OjPQLM4Ta82K5LBX+bRgIa4KhSyLsbIuRLWz3GMFLq0+1GVTyMQ17LA+KTFERhAGQMrHvCdZko4wHetBUAVVDDTXLwOl37vOhOPHVVdJ8cNhIMJDJiREB3ZhSLU2oRKDn3t1zdE80ujBJ+iTrzRTmfbZL0rGNID8Yl6DIHXtcJRhMmKrEGzo2XFMAdpuU8COG9VMSqK4kwgVJxo9UaiUlCGx4UrwFuNgCVYgoOuyJu3EIWRnE+SWF67iRGqAIKEgUftISlnpXEe17Qs7qg4lSjbcvKMcLNBia339CuY9eSkKpfNR8unBI4krpUezdYDIVqAD0QQ2Qv0gdBfSu+aGgQ3q2S9NIG+dLdTOxn7UMQIUug/oALKFJzYE8Llcoh3DbrmKIcNvNd06ryrfbgrRFagyoV/ScLsPFYDqt9xnEUV74ccyDUXNgmTIF/lp87Ymi/o5lKyiBcGWTc5ZNb05gAt+c76RhoPXajIjKFF0Emvc5eWxiFqlSoom0yn22mRRWSQifuZF0mb5vNGasGVmUteASA+VGkJJzfgGJvn/r6quiM7jK9l9J+ArBLNQY8V8WA8tFFaBgpNXrVS9YBQ0WVMC01GgBg+HuFKFygojw8b7MDGxTg6sJ+JSxgx2s3a82NYW7P0rZJENHZR12tGpQK9IcCxtE16hEAdn/1e6FtHuuH5nagPMc1s87ES+QCPV63B/otkRhkX0XOJjDuegnV9kzbmelxAjCNADC8KkrzpRsIr/kgLqKMbyGeuuxJdk22vThpE4GYJQkSjUCAq4JV6gH6hNMlyhoB4MSDt7vwFoDJp5qGPRqFdS/sCurU+k/gQCsuhYV6WQdYH5w6pnoJ2QZyBIA5B7tUV2OhLeUjsVwhrdZFGxqNMDOqqKjTgJrPqT8WiHET+0oQlrEgF0cae8bB64yceACAuYo2Hrsd4NTXJcZB3nTaXRRYTDA0EhhpjC0GLP3RVhvKDhcKDVU0lOuyJ4L6XsmjBgENADB5sFXKBQAnCQhjLUS/BK3+XmdNmpilG6FiSH91ZJdimXidB5j/KRoC4OXVRC/tl2bzCaQ2jqZr6ZfryQGsdjvxcivA6/FHwkmttdjxMb+ivnggFYE//hZT0I8FHwfgSd1oncmeJlSrEr1vdYQAA8TFoxFtZQ3jcIRS8VoFUWi/bUJ4Yrd8iaqfmK86yxIuxfwFmwEAlhycxhmFlGqGbUcwi7SDRn0wkA2SVXUOoOEfTh0DbBkltgURveCVPBysEuzcbjpHAJiDChurdS5tzdxVGzaxb9N/AOXAeYlP3NWnbth2zBZzlNUFlZwSvzSFiGQqyKPlwiKGBJjDtLndX3FlXOnaPtCB6aIPoJGouKGmLl4RZZFdT8sfqxhc1cjETs0FdGwKEKyhfWyAncpA9969OXCXWpVnF/zmgOMlr34S21XDyMw9YT7pjAZuCh6zweF4w4Ztko30unb7V+QGAfgcpafJV8SihoIYQ2+JrsFa2fOqGOiYT4R96fmot6wumdiEATYKW+DC0e6dl16d3MNV0TPNAHtlguwF/nF3kLVLhgv5RXXKxnRogPeVneKXu7fqbFImu/xiJxEPhuoKXdYkmtIRZBCAl5uFcNufCICwGwbqtwGaNBmcW3ABbXykKlWD3pwpGNF6AVpHTwcCrqyaTgpACuAKGBuTCBRDNDrA2g2KM1TvRuIsbsUILQ3VuVeBtgJw2oNmot+pESB22w2pAQXbbSxO472jsQDO//RZtoiglRTg8ZVXB3MGsC/QkWEYF8nJ8IOW0R29RcGpyD+ffkEsa7WGBgG4/YuLVn8AABB3SURBVPXRdiIdUrII70a+7DIceHMcAyyBgoOjZeSjP3gjzWLEk0tcVAi/WSAAkwdrmOWTTcmKRgF4qf10WeJzVmD8kbZrvFgdlzETywWSwWPeMX9sEb3jBx1/jd2EAHMUIkkKzgDvGf9A1IEA1jv0Ur0eIfes7E2yfu8G3CgO6OvygIuXTEyE7cNU0SgegVJhtiQscJwppqNNKvba9iID/oHomRBgwBJGcGittiAJ3wfk8lXo/o8F2GPlAK6lkCO3IJsECxKYiy4nDDh/+/vQCuEb/brw/Iukhwt/AA5HMB5gTDla/23hRa7rk0lkQVm+DWC/p2VvLMbrtFgEKFfbBQHW2yXcFsUFPcSbCf4x3Q7g+XeF8EPSdXZwz6Ga9Ugukn+wG1FRdQvCoMwI4R6+Uf7gUOr2XDAZT1jNtpYbLd+Cl4Whg8yktG89PSPADdqLfj66UKlOh0prnIflaw7VKbdH7CSUBl33hkjPkspBBDBTuKo3mDQ5PtNnE+w9K708du9C31t8RoB/fDUDfNEPwGcS59J1o46NEt1qCPBaHdZYyevaSOs4bSavfgw2MgbFA7el0Av5mK+EheCSdNzg4Fwbws+Wgy/0YCn+Ije0cY+cDIObUndxLCJKChccYL2IJuJoogQjhzJCax8H0OB+Qks7uHiw4WVKkzocwK2Kfg6Az78Nflmp3FpnZwosh45zC4prElC9lXcQpnH9aFzg/8KO3b7EUHqh9cZIdWNpJbDzCA4IURXtAa7ubuHNtkknjF98n//A37AL98CKjC55o6HWvxlgNIj+KNSuboY28rjO7kisIunmPSCK5DYHPrAtLQyr+5nIGPtgLdYGpRdQiXUKYwwByx7+FhROlA5gmHGdlP0l/cAxiw2pBVFg/iQA7hJHqqIBNp+qy1aMT4C/7vJIcnwFbhh8t4mduzq0GVc3wK/O8+wAb3zarM0cHeJdBaEsuyVWjtHhJm8AGBHh6HC0aABsTyy2DO5CBXMajiFvezL5bDn4UnZO0D4VQlaqzFoRCqUL9A0Z6HhWrdraQzJm0oNOdt+Kn4UtkKJDBs75uOMZqujbsyu0j9QHBPIB3FgHP7jc8qyJajNt+6IKXjuy4yjPG+PIWvw3ATmKg88M8Orzoruu7E8+CBQKzqVw9LaI2TgdcXdbTenZ4k8bAXZxQQfjwnaJYT0UQAMcVjI3Avjap82CEXqk3XrhBKtQZQJnvDhSmUYcHiWnO0p8OAqvWwAmH1VgG8F0QZAIAAcc9VkBvupps/ykDkZZy6oCrf5fBcgb2hyl5X1jE2JNETH2bXg1fKIEGs2lxsg8Ni0UGZJFH0WLlpquEGammwB81bMq4Xf+U2iNskrxSfQ4xrkNMT7uCOxCs49HOizhpoe02v22h1gjqZeDayi6N0odVXnFVKc6PU8OvuZps3japlyZSUJuggXqm0AuKivL0CLQK5jClBfMB3Eizc+SOYJl8AgpF3kJtZ3RmfCdxX4Ie76AGcaDzQ2RSFzUQI0MWqImG4MERIsYxnLmqiKnn1m1ALqx6pPwYebBcRB0iHBAQskZ1kK3ysHNhbfnYF0vxAFH6szaWa86bQwNgrkAtDYzriRTAYGn8XIknofyVbAS2R1x6OFR3TpeZzdNN6qir3jarK6sprhkYJPfdkBY9Ym1jsP8OTWA3hxlHeCgwguG6GyrEw3LD2hHNNFtYL/FHOigg3x3+WBDjtr6qLbasW8FKDMATVZxMQNwVtZogaDczcasmSLGZ/wMMmcRSyUx94XKmW4JMKTiS9i10h/hRjTYxmXZ4kqOMKu1hmibXLUCJUaGGx1029J3rg2hpvA4ZswxWfuxkJxJTtIQHucPCDBV0fjtExW9KiLCesnOKDi/oU/YvU1QZbNRuBTKkvDFncX0yEQlNRkADqsHs6cSpTVMHyFEXwtwhe1SIxNE0YNE09WDgWSVhe2Bm6opQjZ4JNX6LsLaRCUlGccQNSWdaNQlxsGH4Ot2C40MMIjbAZi2ExEYNBz2xjYWBIhX5t4HODzkSIOIb9aSKHFMbG6MsTxxAAe/ajjTJwKwcTPtRdXox8XbKoD4gGhtR+XqoEoqahi2J8VQ0Ojyq7uc8wluoQzAspFcEpocEAENVEUrcgnFOwuUSyqaWYWaEsUGRA0wQt7gTXOwbS3ATw83rQToshT+gKW0DTczqYNcdRQ0TVRFf+TbhdvZTdNUo6O3M4nDkmIKY20co6pg2z5rx0WwVM4r0SFn1XNzywUAs4QiF5TPOIu9Fs6BpmiP9KkBHNaF/AMXfi0Cs7Tb6NvRO+gVW2PEVHSVNhVms4lsizspKXqQbw2j8NyRlVmDAgzRxkh8+qieBOACpkPVenDVF7rGHsCUG2AwThBv1OxE2rYwRku8cGZaxbRThKMyejSAJ348+BTecTh3lLlH1GtOLq3tZwd94fGIjd7F4isIW5NKt+Gug6+m6hDQNTsjuJbuwcQAR78NPtNAAEtQnqSCsHccpsWF6xQokyjYQAb4Jh2Quot1SULAdARBGB0xgZ2v0cWC2pqZ4Gzv7W+hcQCGGw16I6BMFrGHJ1yyujlFompXN6JxZ+B5Ek5xOooZuvJbmcEXUS4dI74VT/eSY8mIhgG4FYf0Kju7qtfCnbTI5lT+LKNg2RUpGbNmtHd2VxWaTXGAyO1DfMCl0oSUfwFgzML0Rv/0Ny1OEhoSYI2gWcq0LJiGUiHkqlvWeKrllpxDGzB5tTgvlW5qVNN2AeZ0y0TtynxIMRPpQt9i+xQBDnbw1a5kogC9fGB0zdfvBFmnZa1QbQNx9i7S68o5ibD0ivm1RvjyMNy/M3saL7Cy+YtS4nuDAQ0DMB+w2m3RZPGtUmILwOzE4MwJwJAhlWGIz6tRIf7AWSKsus4GWrhM2tXcxuG5nFq0UNHQwcLXcB4H4C2VIQYrlYPpO2pNY/qwSrsR4mCVrLxXnDmLtAFnjOgJCcBFxHUAU0RjHNNzqz7QAwFMlAOtl2OraNy+GG+CoypdpFLSk48VIFsF2Gx+u7jiZSS1mJcNG/bc2YWxSnY+KaAdjQcwyjox1QprDtbCyUuBER0xgAUUANydbdI7CPuWZ5hhk5m1EJBIVCaXy2Cx/nhSuXf8JWOi4QA2deI02e2wLy/0UxA7Wqfo2DUAdTHi75xMXx+UXxlRmOH/lMAe1IqTTvHkWj9BgCequmiXDwPMFdjYcR7a7XR1n9VFJpS6Ica1ewjbK8PBgmuEMB/pfsIebAGOo/MFm0JVXWdAR9qOANZBW6O0AWAX6fPReYKl5+qMnoN1hVhVhYEAh/XXdoChqGofjVb96SEMNQCHaGOa6AOszAHOSRrhQuPDHu6bWE0hjQCwMT8ITToHx3QRwOh38Fq5xx+LyKX4zkHuma/hK5XAvEwcrjTiFwjdwWGupgEA7iCkq+iYwi+qhISVsgPY7Ffc2bSpovXpc6VTRltrR/ncnqnW+W8ZFBPEYCuhPtmGNfseFOAepLpv6g8GwkOr6nSsInhZ88AqN5mL/lz0qDDa20QwzaCnQdkm2B0AnNcM0HfhjRVXP+sNj/yDIyy8XPlidDpRnFlEbNzl1S/CfkHSf+kBhvd0Vcd4hMMiIqwi8Wl9f6ldFQyNyWtb7WIrYhuM1Z/hzl7pX5QArCYPg3BYlUTdrld9HuIRDrbQD33abIbbfx8DsOu2eTW/WAAG5F1AjgCe8OtGRB5Q9GDvo7bITiqwM43yA/CVvKK/zFPNfzel4E5ly3dn1bjEF6Xadruq1YOxOn/VKPi6kasrYOPQt2Ef3vXnUR7hsJJXBGDqk1DdLbKxLzvBYhggi5qUK0G4/X+5c+vuPznWuuksTSllxSDhDuH8Bl6Dwab3WQB+rAdHWadBKX1SbMmF/phaWGsfQdzp1Rx0VRxhPRZ/NUQ2UaNrzSrMjV2QBbf/atAKwGab+CwAX/sIh45lt8IyAAlWFDg+Nid5Cwpb2iZpMpGZBlfZWYV523m0+r2YlQXNlG05kNaS3PuvvpipgzzCQd3eTWiypsod/GocQfomU4vpT2rnEkVxH4axuDLfHxFxnUeHh4pRsejqplw1kKP4yxDPUEVfxm5bnRRF2tYOOyh9rMnJjEuy6Kt8AFkYZE2Fpb/6ZfJv4YnxT22qez82+ZCMINLWL1zhmpPfgA8AsE+/4fIMWNBBQWqCf4aZ/maTzVOmhnLEwbngOQh08j1mwbeW5RWjJqHhlrV+pBwQfG1H/jnd3RrgDc+LtuEzu7fAycZ0Sux2RizxqqHc/4ZLeqOYw3BpIGNf9fG9AawyIrlvEIFoaZfh266TNU8Rk9E8GPZDjmwq9dcbRxC3XawgD5SbCLKtQRiPstTEKAEuIVjWhSLxqtWmwjvHAAArf+oB7GOrbzQOrJvCyy+i8Gf8wdn1rPjzjhfyQ871GrnQrGvTWFSHPjPA8fOi1TF0D+A4tmpQ/a1yuT0u6r6WinXW1mzb2C1TqXEwvG4lZbIqKo3nwYpW7u+HgSyNbkaz9i7NVRSXYj59Y/hYC79rFrD1mqBtOIBXjh4vpGDT+Wje2779vBXbNvaKJXfyOdCNzqIlFF/8twtvSk9oO4NNltFtPPjD2/RG8DXsDrqebnbD/+VTsjvoarpVDn6g2w1Pw+6ga2m8IuugJ6WPBvBBz0Q3BLj3rMrH8j54PjXLA+BPhucB8M55HgDvnOcB8M55PhvAH5X3Z8zzAHjnPA+Ad87zAHjnPMcD+KAB6AB453QAvHM6AN45HQDvnA6Ad04HwDunA+Cd0wHwzukAeOd0ALxzOgDeOR0A75xuBPCPf82/cXm4u3vx/eM5IpvlR1IrP7K4iOO4UtZHKvM2AP/8Df+I6eEk0MPjdafY/PhXT4EFchxWyvpYZd4E4Af59eHyBa53j7VjzSZ7zt7VHIeVsj5ambcA+OHuNS/ux1fnHzNlz2zZTJrN/VPEPeQ4rJSPV+aNcrDINMepRxuzZvPub07JbeNXOzdxHFbKmR6lzFsDvGSMR6c3xebnb85P2nv3ON0pjsNKubB9jDI/RYDNFE/AcVgpNY8RAb5J8FuaXvV/qnwJx2GlnGmgEH1PWecJi6yZZ8DmkbuQ2xdZS9MT7JWGLrJusQFZ1vlIf7v5NulJpJzpUcq8NcA3OUKYl/jY8uXmBx1PIuXMdbiDjibT8siW+6c5BGxsFp7vTmH70blNcRxWyvpIZR43G3ZOB8A7pwPgndMB8M7pAHjndAC8czoA3jkdAO+cDoB3TgfAO6cD4J3TAfDO6QB453QAvHM6AN45HQDvnA6Ad04HwDunA+Cd0wHwzukAeOd0ALxzOgDeOR0A75wOgHdOB8A7pwPgndMB8M7pAHjndAC8c/rcAT7/XP7nb57iWTiD0ucO8PlH8/fnx+HslT53gOvDF//nb5/mkYNj0mcPcH33FM8LHZcOgB+e5DELw9JnD/CHt//5aR4aOih99gDff/VvW/+i+SdJnzvAP3/z5qme+zsmfe4AvzttkZYnFO2UPneAd08HwDunA+Cd0wHwzukAeOd0ALxzOgDeOR0A75wOgHdOB8A7pwPgndMB8M7pAHjndAC8czoA3jkdAO+cDoB3TgfAO6cD4J3TAfDO6QB453QAvHM6AN45HQDvnP4/Fon69Gm2LakAAAAASUVORK5CYII=)

s = 0  
nr = 0  
for(i in 1:1000)  
 if(x[i]\*x[i]+y[i]\*y[i]<=1)  
 {  
 distanta = sqrt(x[i]\*x[i]+y[i]\*y[i])   
 s = s+distanta  
 nr = nr + 1  
 }   
print(s/nr)

## [1] 0.6598466

##################################################################  
  
# Problema 3  
  
## Subpunct A  
f <- function(t, z)  
{return(t^(z-1)\*exp(-t))}  
  
  
fgam <- function(x)  
{  
 if(x==1) return(1)  
 else if(x%%1==0 && x>0) #daca e nr natural mai mare de 0  
 {  
 count <- 1  
 for(i in 1:(x-1)) count = count \* i  
 return(count)  
 }  
 else if(x==1/2)  
 {  
 return(sqrt(pi))  
 }  
 else if(x>1) return((x-1) \* fgam(x-1))  
 else if(x>0 && x<1)  
 {  
 return(integrate(f, lower=0, upper=Inf, z=x)$value)  
 }  
}  
  
  
######################  
  
## Subpunct B  
fbet <- function(a, b)  
{  
 if(a>0 && b>0 && a+b==1)  
 {return(pi/sin(a\*pi))}  
 return(fgam(a)\*fgam(b)/fgam(a+b))  
}  
  
  
  
######################  
  
## Subpunct C  
Gamma <- function(a, b, x)  
{return(1/(b^a\*fgam(a))\*x^(a-1)\*exp(-x/b))}  
Beta <- function(a, b, x)  
{return(1/fbet(a, b)\*x^(a-1)\*(1-x)^(b-1))}  
  
fprobgamma1 <- function(a, b)  
{return(integrate(Gamma, 0, 3, a=a, b=b)$value)}  
  
fprobgamma2 <- function(a, b)  
{return(integrate(Gamma, 2, 5, a=a, b=b)$value)}  
  
fprobgamma3 <- function(a, b)  
{  
 x=integrate(Gamma, 3, 4, a=a, b=b)$value  
 y=integrate(Gamma, 2, Inf, a=a, b=b)$value  
 return(x/y)  
}  
  
fprobbeta4 <- function(a, b)  
{return(ceiling(1-integrate(Beta, 0, 1, a=a, b=b)$value))}  
  
fprobgamma5 <- function(a, b)  
{return(integrate(Gamma, 4, 6, a=a, b=b)$value)}  
  
fprobgamma6 <- function(a, b)  
{  
 x=integrate(Gamma, 0, 1, a=a, b=b)$value  
 y=integrate(Gamma, 0, 7, a=a, b=b)$value  
 return(x/y)  
}  
  
fcomuna <- function(x, y, a, b) #pt ca sunt independente  
{return(1/(b^a\*fgam(a))\*x^(a-1)\*exp(-x/b)\*1/fbet(a, b)\*y^(a-1)\*(1-y)^(b-1))}  
  
fprob7 <- function(a, b)   
{  
 integrate(function(y, a, b)   
 {  
 sapply(y, function(y)   
 {  
 integrate(function(x, a, b) fcomuna(x, y, a, b), 0, 5-y, a=a, b=b)$value  
 })  
 }, 0, 1, a=a, b=b)$value  
}  
  
fprob8 <- function(a, b)  
{return(1-integrate(function(y, a, b)   
{  
 sapply(y, function(y)   
 {  
 integrate(function(x, a, b) fcomuna(x, y, a, b), 0, 0.5+y, a=a, b=b)$value  
 })  
}, 0, 1, a=a, b=b)$value)  
}  
  
  
### Exemple:  
  
fprobgamma1(1, 2)

## [1] 0.7768698

fprobgamma1(2, 2)

## [1] 0.4421746

fprobgamma1(3, 5)

## [1] 0.02311529

fprobgamma2(1, 2)

## [1] 0.2857944

fprobgamma2(2, 2)

## [1] 0.4484614

fprobgamma2(3, 5)

## [1] 0.07237507

fprobgamma3(1, 2)

## [1] 0.2386512

fprobgamma3(2, 2)

## [1] 0.2063442

fprobgamma3(3, 5)

## [1] 0.02450152

fprobbeta4(1, 2)

## [1] 0

fprobbeta4(2, 2)

## [1] 0

fprobbeta4(3, 5)

## [1] 1

fprobgamma5(1, 2)

## [1] 0.08554821

fprobgamma5(2, 2)

## [1] 0.2068576

fprobgamma5(3, 5)

## [1] 0.07309031

fprobgamma6(1, 2)

## [1] 0.4057211

fprobgamma6(2, 2)

## [1] 0.1043893

fprobgamma6(3, 5)

## [1] 0.006897692

fprob7(1, 2)

## [1] 0.9023377

fprob7(2, 2)

## [1] 0.6566302

fprob7(3, 5)

## [1] 0.06713886

fprob8(1, 2)

## [1] 0.6637293

fprob8(2, 2)

## [1] 0.9078794

fprob8(3, 5)

## [1] 0.9991456

######################  
  
## Subpunct D  
  
m = c( 0, fprobgamma1(1, 2), 0, fprobgamma2(1, 2),   
 0, fprobgamma3(1, 2), 0, fprobbeta4(1,2),   
 0, fprobgamma5(1, 2), 0, fprobgamma6(1, 2),  
 0, fprob7(1, 2), 0, fprob8(1, 2))  
  
m[1] = pgamma(q = 3, shape = 1, scale = 2)  
m[3] = pgamma(q = 5, shape = 1, scale = 2) - pgamma(q = 2, shape = 1, scale = 2)  
m[5] = (pgamma(q = 4, shape = 1, scale = 2) - pgamma(q = 3, shape = 1, scale = 2)) / (1 - pgamma(q = 2, shape = 1, scale = 2))  
m[7] = 1 - pbeta(q = 2, 1, 2)  
m[9] = pgamma(q = 6, shape = 1, scale = 2) - pgamma(q = 4, shape = 1, scale = 2)  
m[11] = (pgamma(q = 1, shape = 1, scale = 2) - pgamma(q = 0, shape = 1, scale = 2)) / pgamma(q = 7, shape = 1, scale = 2)  
m[13] = pgamma(q = 5, shape = 1, scale = 2) \* pbeta(q = 1, 1, 2)  
m[15] = 1 - pgamma(q = 0.5, shape = 1, scale = 2) \* pbeta(q = 1, 1, 2)  
  
MATRICE <- matrix(m, ncol=2, byrow=TRUE)  
  
colnames(MATRICE) = c("R","Punct C")  
rownames(MATRICE) = c("P(X < 3)","P(2 < X < 5)","P(3 < X < 4 | X > 2)","P(Y > 2)","P(4 < X < 6)","P(0 < X < 1 | X < 7)", "P(X + Y < 5)", "P(X - Y > 0.5)")  
MATRICE <- as.table(MATRICE)  
  
MATRICE

## R Punct C  
## P(X < 3) 0.77686984 0.77686984  
## P(2 < X < 5) 0.28579444 0.28579444  
## P(3 < X < 4 | X > 2) 0.23865122 0.23865122  
## P(Y > 2) 0.00000000 0.00000000  
## P(4 < X < 6) 0.08554821 0.08554821  
## P(0 < X < 1 | X < 7) 0.40572105 0.40572105  
## P(X + Y < 5) 0.91791500 0.90233772  
## P(X - Y > 0.5) 0.77880078 0.66372929